**객체지향프로그래밍 LAB #09**

**<기초문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  #include <vector>  #include <iomanip>  using namespace std;  using Matrix = vector<vector<int>>;  // 배열의 경우 주소값(시작주소, 끝주소)을 전달  void print(int\* begin, int\* end) {  for (/\*구현\*/) //수업시간에 배운 주소값을 기준으로 for문 작성  cout << setw(4) << \*curr;    // while문 구현 부분 - 수업시간에 배운 주소값을 기준으로 while문 작성  // int\* curr = /\*구현\*/;  // while (/\*구현\*/) {  // cout << setw(4) << \*curr;  // curr++;  // }  cout << endl;  }  // (+, -) for pointer: 주소값을 증가/감소 (다음 변수 위치)  int main() {  int list[3] = { 10, 20, 30 };  cout << /\*구현\*/ << '\t' << /\*구현\*/ << endl;  cout << /\*구현\*/ << '\t' << /\*구현\*/ << endl;  cout << /\*구현\*/ << '\t' << /\*구현\*/ << endl;  int \*begin = list;  int\* end = list + 3;  print(begin, end);  return 0;  } |
|  |
| #include <iostream>  #include <vector>  #include <iomanip>  using namespace std;  using Matrix = vector<vector<int>>;  // 배열의 경우 주소값(시작주소, 끝주소)을 전달  void print(int\* begin, int\* end) {  for (int\* curr = begin; curr < end; curr++) //수업시간에 배운 주소값을 기준으로 for문 작성  cout << setw(4) << \*curr;  // while문 구현 부분 - 수업시간에 배운 주소값을 기준으로 while문 작성  //int\* curr = begin;  //while (curr<end) {  // cout << setw(4) << \*curr;  // curr++;  //}  cout << endl;  }  // (+, -) for pointer: 주소값을 증가/감소 (다음 변수 위치)  int main() {  int list[3] = { 10, 20, 30 };  cout << (list) << '\t' << list[0] << endl;  cout << (list+1) << '\t' << list[1] << endl;  cout << (list + 2) << '\t' << list[2] << endl;  int\* begin = list;  int\* end = list + 3;  print(begin, end);  return 0;  } |
|  |

2. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것)

|  |
| --- |
| #include <iostream>  #include <vector>  #include <iomanip>  using namespace std;  using Matrix = vector<vector<int>>;  void print(const Matrix& mat) {  // vector index를 이용한 for 문 작성  // for (unsigned row = 0; row < mat.size(); row++) {  // for (unsigned col = 0; col < mat[row].size(); col++) {  // //mat.at(row).at(col);  // cout << setw(4) << mat[row][col];  // }  // cout << endl;  // }  // vector 원소를 이용한 for 문 작성  // for (/\*구현\*/) {  // for (/\*구현\*/) {  // cout << setw(4) << col;  // }  // cout << endl;  // }  //유추 가능한 경우, 자료형 부분을 auto로 치환가능  // vector<int> row = mat[0];  // == auto row = mat[0];  // auto와 벡터 원소를 이용하여 for문 구현  for (/\*구현\*/) {  for (/\*구현\*/) {  cout << setw(4) << /\*구현\*/;  }  cout << endl;  }  }  int main() {  // 2 x 3 matrix  // vector<vector<int>> mat(2, vector < int>(3) );  Matrix mat{ { 1, 2, 3 },  { 4, 5, 6 } };  mat[0][0] = 1;  mat[0][1] = 2;  mat[0][2] = 3;  mat[1][0] = 4;  mat[1][1] = 5;  mat[1][2] = 6;  print(mat);  return 0;  } |
|  |
| #include <iostream>  #include <vector>  #include <iomanip>  using namespace std;  using Matrix = vector<vector<int>>;  void print(const Matrix& mat) {  // vector index를 이용한 for 문 작성  //for (unsigned row = 0; row < mat.size(); row++) {  // for (unsigned col = 0; col < mat[row].size(); col++) {  // //mat.at(row).at(col);  // cout << setw(4) << mat[row][col];//mat.at(row).at(col)  // }  // cout << endl;  //}  // vector 원소를 이용한 for 문 작성  //for (const vector<int>& row: mat) {  // for (int col : row) {  // cout << setw(4) << col;  // }  // cout << endl;  //}  //유추 가능한 경우, 자료형 부분을 auto로 치환가능  // vector<int> row = mat[0];  // == auto row = mat[0];  // auto와 벡터 원소를 이용하여 for문 구현  for (const auto& row : mat) {  for (auto col : row) {  cout << setw(4) << col;  }  cout << endl;  }  }  int main() {  // 2 x 3 matrix  // vector<vector<int>> mat(2, vector < int>(3) );  Matrix mat{ { 1, 2, 3 },  { 4, 5, 6 } };  //mat[0][0] = 1;  //mat[0][1] = 2;  //mat[0][2] = 3;  //mat[1][0] = 4;  //mat[1][1] = 5;  //mat[1][2] = 6;  print(mat);  return 0;  } |
|  |

3. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것)

|  |
| --- |
| #include <iostream>  #include <vector>  #include <iomanip>  using namespace std;  //소수 : 1과 자기자신을 제외하고는 약수가 없는 1보다 큰 정수  bool is\_prime(int n) {  if (n < 2)  return false;  for (int i = 2; i < n; i++)  /\*구현\*/ // n을 i로 나눈 나머지가 0이면 false를 리턴  return true;  }  vector<int> primes(int low, int high) {  vector<int> result;  for (int i = low; i <= high; i++)  /\*구현\*/ // 소수이면 (is\_prime이 참이면) 뒤에 push  return result;  }  void print(const vector<int>& v) {  for (/\*구현\*/) //vector index가 아닌 원소를 이용한 for문  cout << setw(4) << elem;  cout << endl;  }  int main() {  int low, high;  cin >> low >> high;  vector<int> vec = primes(low, high);  print(vec);  return 0;  } |
|  |
| #include <iostream>  #include <vector>  #include <iomanip>  using namespace std;  //소수 : 1과 자기자신을 제외하고는 약수가 없는 1보다 큰 정수  bool is\_prime(int n) {  if (n < 2)  return false;  for (int i = 2; i < n; i++)  {  if (n % i == 0)  return false;// n을 i로 나눈 나머지가 0이면 false를 리턴  }  return true;  }  vector<int> primes(int low, int high) {  vector<int> result;  for (int i = low; i <= high; i++)  if(is\_prime(i)) result.push\_back(i);// 소수이면 (is\_prime이 참이면) 뒤에 push  return result;  }  void print(const vector<int>& v) {  for (int elem : v) //vector index가 아닌 원소를 이용한 for문  cout << setw(4) << elem;  cout << endl;  }  int main  int low, high;  cin >> low >> high;  vector<int> vec = primes(low, high);  print(vec);  return 0;  } |
|  |

4. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  //정적 배열(static array):프로그램 실행중 크기가 고정되어 변경 불가  //동적 배열(dynamic array): 프로그램 실행중(run time) 할당/해제가 가능  int main() {  const int size = 3;  int list[size] = { 10, 20, 30 };  int length = 3;  cin >> length; // 키보드로부터 배열의 크기를 입력받음  int\* list2 = /\*구현\*/ //동적 배열 선언  // double\* list2 = new double[length]  int\* begin = /\*구현\*/  int\* end = /\*구현\*/  for (int\* curr = begin; curr != end; curr++)  cin >> \*curr;  for (int\* curr = begin; curr != end; curr++)  cout << \*curr << '\t';  cout << endl;  /\*구현\*/ //할당 해제  return 0;  } |
|  |
| #include <iostream>  #include <vector>  using namespace std;  //정적 배열(static array):프로그램 실행중 크기가 고정되어 변경 불가  //동적 배열(dynamic array): 프로그램 실행중(run time) 할당/해제가 가능  int main() {  const int size = 3;  int list[size] = { 10, 20, 30 };  int length = 3;  cin >> length; // 키보드로부터 배열의 크기를 입력받음  int\* list2 = new int[length]; //동적 배열 선언  // double\* list2 = new double[length]n  int\* begin = list2;  int\* end = list2 + length;  for (int\* curr = begin; curr != end; curr++)  cin >> \*curr;  for (int\* curr = begin; curr != end; curr++)  cout << \*curr << '\t' ;  cout << endl;  delete[] list2; //할당 해제    return 0;  } |
|  |

5. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것)

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;  void print(int\*\* m, int nRow, int nCol) {  /\*구현\*/ //2중 for문과 index를 이용하여 배열 원소 출력 - 구분자 : '\t'  }  int main() {  int nRow = 2, nCol = 2;  int\*\* matrix2;  matrix2 = /\*구현\*/ // 동적배열 선언(행기준)  for (int i = 0; i < nRow; i++)  matrix2[i] = /\*구현\*/ // 동적배열 선언(열기준)  matrix2[0][0] = 1; matrix2[0][1] = 2;  matrix2[1][0] = 3; matrix2[1][1] = 4;  print(matrix2, nRow, nCol);  for (int i = 0; i < nRow; i++)  delete[] matrix2[i];  delete[] matrix2;  return 0;  } |
|  |
| #include <iostream>  #include <vector>  using namespace std;  void print(int\*\* m, int nRow, int nCol) {  for (int row = 0; row < nRow; row++) {  for (int col = 0; col < nCol; col++) {  cout << m[row][col] << '\t';  }  cout << endl;  } //2중 for문과 index를 이용하여 배열 원소 출력 - 구분자 : '\t'  }  int main() {  int nRow = 2, nCol = 2;  int\*\* matrix2;  matrix2 = new int\* [nRow]; // 동적배열 선언(행기준)  for (int i = 0; i < nRow; i++)  matrix2[i] = new int[nCol]; // 동적배열 선언(열기준)  matrix2[0][0] = 1; matrix2[0][1] = 2;  matrix2[1][0] = 3; matrix2[1][1] = 4;  print(matrix2, nRow, nCol);  for (int i = 0; i < nRow; i++)  delete[] matrix2[i];  delete[] matrix2;  return 0;  } |
|  |

6. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것)

|  |
| --- |
| # include <iostream>  # include <vector>  using namespace std;  bool found\_char(const char\* s, char ch) {  /\* 구현 \*/ // s와 ch 만으로 (s,s+1, ...)에 ch가 있는지 true/false return  }  int main() {  // 012345(6)  const char\* phrase = "phrase";// ch[]  // phrase(\0)==NULL  for (char ch = 'a'; ch <= 'z'; ch++) { // 'a' == 65, 'z' == 97  cout << ch << " is ";  if (!found\_char(phrase, ch))  cout << "NOT";  cout << " in (" << phrase <<")" << endl;  }  return 0;  } |
|  |
| # include <iostream>  # include <vector>  using namespace std;  bool found\_char(const char\* s, char ch) {  while (\*s != '\0') {  if (\*s == ch) return true;  s++;  }  return false;// s와 ch 만으로 (s,s+1, ...)에 ch가 있는지 true/false return  }  int main() {  // 012345(6)  const char\* phrase = "this is a phrase";// ch[]  // phrase(\0)==NULL  for (char ch = 'a'; ch <= 'z'; ch++) { // 'a' == 65, 'z' == 97  cout << ch << " is ";  if (!found\_char(phrase, ch))  cout << "NOT";  cout << " in (" << phrase << ")" << endl;  }  return 0;  } |
|  |

**<응용문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 행렬 두 개의 크기를 입력하여 생성된 두 행렬의 곱을 출력하는 프로그램을 작성하시오.

* 행렬은 2-D Vector를 이용하여 선언함.
* 행렬의 요소는 -9 이상 9 이하의 정수 중 하나를 랜덤으로 설정함.
* 행렬을 초기화하는 함수, 행렬을 출력하는 함수, 행렬을 곱하는 함수를 구현함.
* 행렬을 생성할 수 없으면 오류메시지를 출력하고 종료함.
* 두 행렬을 곱할 수 없으면 오류메시지를 출력하고 종료함.

1-출력화면:
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|  |
| --- |
| #include <iostream>  #include <vector>  #include <iomanip>  #include <time.h>  using namespace std;  using Matrix = vector<vector<int>>;  Matrix input(int row, int col) {  vector<vector<int>> matrix(row, vector<int>(col));  for (vector<int>& row : matrix) {  for (int& elem : row)  elem = rand() % 19 - 9;  }  srand(time(NULL));  return matrix;  }  void print(const Matrix& mat) {  for (const vector<int>& row: mat) {  for (int col : row) {  cout << setw(4) << col;  }  cout << endl;  }  }  Matrix multMat(const Matrix& mat1, const Matrix& mat2) {    int row1 = mat1.size(), col1 = mat1[0].size();  int row2 = mat2.size(), col2 = mat2[0].size();  Matrix result(row1, vector<int>(col2));  for (int i = 0; i < row1; i++) {  for (int j = 0; j < col2; j++) {  for (int k = 0; k < col1; k++) result[i][j] += mat1[i][k] \* mat2[k][j];  }  }  return result;  }  int main() {  int row1, col1, row2, col2;  cout << "A의 행, 열의 크기를 입력해주세요 : ";  cin >> row1 >> col1;  cout << "B의 행, 열의 크기를 입력해주세요 : ";  cin >> row2 >> col2;  if (row1 > 0 && col1 > 0 && row2 > 0 && col2 > 0) {  vector<vector<int>> A = input(row1, col1);  vector<vector<int>> B = input(row2, col2);  cout << "A 행렬 : " << endl;  print(A);  cout << endl;  cout << "B 행렬 :" << endl;  print(B);  cout << endl;  if (col1 == row2) {  cout << "AB 곱행렬 : " << endl;  print(multMat(A, B));  }  else cout << "두 행렬을 곱할 수 없습니다." << endl;  }  else cout << "\n행렬을 생성할 수 없습니다.";  return 0;  } |
|  |

2. 다음은 자연수 n을 입력 받아, 길이가 n인 홀수 배열을 만들어 배열과 배열의 합을 출력하는 프로그램이다. 다음 조건에 맞게 함수를 구현 및 수정하시오.

* 함수 make\_arr에서는 new를 이용해 입력 받은 숫자의 크기만큼 배열을 동적으로 할당함.
* 함수 print\_arr는 포인터 표기법 대신 배열 표기법으로 수정. (while을 for로 수정가능)
* 함수 sum\_arr는 배열 표기법을 포인터 표기법으로 수정. (for를 while로 수정가능)

|  |
| --- |
| #include <iostream>  using namespace std;  int\* make\_arr(int n) { /\* 구현 \*/ }  void print\_arr(int\* a, int n) {  cout << "\nOdd Number Array:" << endl;  while (n) {  cout << \*a << " ";  a++;  n--;  }  cout << endl;  }  int sum\_arr(int\* a, int n) {  int s = 0;  for (int i = 0; i < n; i++)  s += a[i];  return s;  }  int main() {  int n;  cout << "Enter a number: ";  cin >> n;  int\* arr = make\_arr(n);  print\_arr(arr, n);  int sum = sum\_arr(arr, n);  cout << "\nSum of the array: " << sum << endl;  delete[] arr;  return 0;  } |
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|  |
| --- |
| #include <iostream>  using namespace std;  int\* make\_arr(int n) {  int\* arr;  arr = new int [n];  for (int i = 0; i < n; i++) {  arr[i] = 2\*i + 1;  }  return arr;  }  void print\_arr(int\* a, int n) {  cout << "\nOdd Number Array:" << endl;  for (int i = 0; i < n; i++) {  cout<<a[i]<<' ';  }  cout << endl;  }  int sum\_arr(int\* a, int n) {  int s = 0;  while (n) {  s += \*a;  a++;  n--;  }  return s;  }  int main() {  int n;  cout << "Enter a number: ";  cin >> n;  int\* arr = make\_arr(n);  print\_arr(arr, n);  int sum = sum\_arr(arr, n);  cout << "\nSum of the array: " << sum << endl;  delete[] arr;  return 0;  } |
|  |

3. 자연수 n을 입력 받고, 길이가 n/2인 난수 배열을 만들어 배열의 성분들이 중복이 있는지 확인하는 프로그램을 작성하시오. 단, 다음 조건을 모두 만족해야 함.

* new를 이용해 입력 받은 숫자의 크기만큼 배열을 동적으로 할당함.
* 배열 내 생성된 난수의 범위는 1이상 n이하로 설정함.
* 생성된 배열의 크기와 요소 및 중복 유무를 출력함.
* 프로그램은 반복되며, 2보다 작은 숫자를 입력할 경우에 프로그램을 종료함.

3-출력화면:

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  using namespace std;  int\* make\_arr(int n) {  int\* arr;  arr = new int [n/2];  for (int i = 0; i < n/2; i++) {  arr[i] = rand() % (n/2) + 1;  }  return arr;  }  void print\_arr(int\* a, int n) {  cout << "\nOdd Number Array:" << endl;  for (int i = 0; i < n/2; i++) {  cout<<a[i]<<' ';  }  cout << endl;  }  bool dupEx(int\* a, int n) {  int s = 0;  for (int i = 0; i < n/2; i++) {  for (int j = 0; j < n/2; j++) {  if (a[i] == a[j]) s += 1;  }  }  //cout << s;  if (s > n/2)return true;  else return false;  }  int main() {  int n = 0;  do{  cout << "Please enter a number: ";  cin >> n;  if (n < 2) break;  int\* arr;  arr = make\_arr(n);  cout << "Size of random array: " << n / 2 << endl << "[ Array ]" ;  print\_arr(arr, n);  cout << "Duplicates ";  if (!dupEx(arr, n)) cout << "not ";  cout << "found."<<endl<<endl;  delete[] arr;    } while (n >= 2);  cout << "Wrong number!!!";  return 0;  } |
|  |

4. 자연수 n을 입력 받아 크기의 2차원 단위행렬을 생성하고 출력하는 프로그램을 작성하시오. 단, 다음 조건을 모두 만족해야 함.

* new를 이용해 2차원 배열을 동적으로 할당함. (hint. 구글에 “**2차원배열 동적할당**” 검색)
* 함수 buildTable은 배열 생성 및 모든 원소를 0으로 초기화.
* 함수 make\_identity\_matrix는 대각원소에 1을 대입.
* 함수 printTable은 생성된 대각행렬 출력.

|  |
| --- |
| #include<iostream>  using namespace std;  int\*\* buildTable(int n) { /\* 구현 \*/ }  void make\_identity\_matrix(int\*\* table, int n) { /\* 구현 \*/ }  void printTable(int\*\* table, int n) { /\* 구현 \*/ }  int main() {  int n = 0;  cout << "N을 입력하시오: ";  cin >> n;  if (n < 1) {  cout << "\n행렬을 생성할 수 없습니다.\n" << endl;  exit(EXIT\_FAILURE);  }  int\*\* table = buildTable(n);  make\_identity\_matrix(table, n);  printTable(table, n);  for (int i = 0; i < n; i++)  delete[] table[i];  delete[] table;  return 0;  } |

4-출력화면:
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|  |
| --- |
| #include<iostream>  using namespace std;  int\*\* buildTable(int n) {  int\*\* table;  table = new int\* [n];  for (int i = 0; i < n; i++) {  table[i] = new int[n];  }  for (int i = 0; i < n; i++) {  for (int j = 0; j < n; j++) table[i][j] = 0;  }  return table;  }  void make\_identity\_matrix(int\*\* table, int n) {  for (int i = 0; i < n; i++) {  for (int j = 0; j < n; j++) {  if (i == j) table[i][j] = 1;  }  }  }  void printTable(int\*\* table, int n) {  cout << "Output" << endl;  for (int row = 0; row < n; row++) {  for (int col = 0; col < n; col++) {  cout << table[row][col] << '\t';  }  cout << endl;  }  }  int main() {  int n = 0;  cout << "N을 입력하시오: ";  cin >> n;  if (n < 1) {  cout << "\n행렬을 생성할 수 없습니다.\n" << endl;  exit(EXIT\_FAILURE);  }  int\*\* table = buildTable(n);  make\_identity\_matrix(table, n);  printTable(table, n);  for (int i = 0; i < n; i++)  delete[] table[i];  delete[] table;  return 0;  } |
|  |
| #include <iostream>  using namespace std;  int main() {  int i, j, k;  int\*\*\* a = new int\*\* [2];  for (i = 0; i < 2; i++) {  a[i] = new int\* [2];  for (j = 0; j < 2; j++) {  a[i][j] = new int[5];  for (k = 0; k < 5; k++) {  a[i][j][k] = i + j + k;  cout << a[i][j][k];  }  cout << endl;  }  cout << endl;  }  for (int x = 0; x < 2; x++)  {  for (int y = 0; y < 5; y++)  {  delete[] a[x][y];  }  }  for (int x = 0; x < 2; x++)  {  delete[] a[x];  }  delete[] a;  return 0;  } |

(Optional)

※ 해당 부분은 Lab 성적 산출에 반영되지 않음

# **기반지식**

입출력 스트림(istream, ostream)은 특히나 프로그램 내에서 로그를 처리하거나, 데이터를 파싱하는데 적극적으로 사용된다. 대표적인 예시로 게임에서 드라이브에 있는 데이터를 읽어오기 위해 사용하는 방법 또한 입출력 스트림이다.

이러한 스트림을 사용하여 값을 읽고, 우리가 원하는 방식으로 변경하고 싶을 때, 이러한 스트림을 매개변수로 넘겨주어야한다. 통상적인 방법이라면 매개변수에 입력 스트림을 두고 출력 스트림을 반환형으로 둘 것이다.

하지만 만약 함수 자체에서 해당 함수가 정상적으로 입력을 받아 변경을 정상적으로 처리했는지 여부를 알기 위해 반환형을 bool형으로 두었다면, 우리는 출력 스트림을 다른 방식으로 처리해주어야한다.

이를 위해 우리는 5주차에 pass by value, pass by pointer, pass by argument 등을 배웠다.

# **문제**

## **문제 개요**

여러분은 한 계산기 제작 회사에 입사하게 되었다. 이 계산기는 기본적으로 정수만을 사용하는 계산기이다. 그런데 이 계산기에 사용자가 마음대로 문자, 특수문자 등을 집어넣어 계산기가 에러를 엄청나게 내고 있다. 이를 방지하기 위해 사장님은 신입인 당신에게 사용자의 입력 중에서 오로지 정수만 받아내는 함수를 제작하라고 한다.

이게 첫 회사인 당신은 열심히 해서 월급 승진을 노리고 있다. 저 악마같은 사용자들을 처리하기 위한 함수를 짜서 사장님에게 어필해 승진을 노려보자. 실패한다면 당신은 찍힐 수도 있다!!

## **문제 설명**

임의의 입력 스트림을 받아 해당 입력 스트림에 존재하는 모든 정수만을 출력 스트림으로 전달해주는 함수를 작성하라.

해당 기능은 입력 스트림에서 EOF를 만나기 전까지는 계속해서 작동해야한다.

만약 입력 스트림에 숫자가 존재하지 않는다면 해당 함수는 False를, 숫자가 존재한다면 True를 반환한다.

스트림 전달은 반드시 입력변수에 의해서 전달한다.

함수 시그니처:

bool atoi( 입력 스트림, 출력 스트림 );

## **문제 규칙**

* 입력 스트림과 출력 스트림은 각각 std::istream과 std::ostream을 사용하도록 한다
* iostream, fstream 등 스트림 관련 헤더 제외 다른 헤더의 사용을 절대 금한다
* 입력을 받을 땐 반드시 operator>>을 사용한다.
* 읽어야할 정수는 앞에 띄어쓰기로 구분된다.
  + 30 > 30 OK
  + 120e > 120 OK
  + t3xt > 3 NO
  + t 3xt > 3 OK
  + 23rp4 > 23 OK 4 NO

## **예시 코드**

다음은 테스트를 위한 예시 코드다:

// main.cpp

#include <fstream>

#include <iostream>

int main()

{

// std::cin, std::cout 매개변수로 줄 시

std::cout << “Please enter anything: ” << std::endl;

bool bHasDecimal = atoi(std::cin, std::cout);

if (bHasDecimal)

{

std::cout << “We Found Decimal!” << std::endl;

}

else

{

std::cout << “No Decimal Found.” << std::endl;

}

// file 매개변수로 줄 시

std::ifstream inputFile;

inputFile.open(“input.txt”);

std::ofstream outputFile;

outputFile.open(“output.txt”);

bHasDecimal = atoi(inputFile, outputFile);

if (bHasDecimal)

{

std::cout << “We Found Decimal!” << std::endl;

}

else

{

std::cout << “No Decimal Found.” << std::endl;

}

inputFile.close();

outputFile.close();

return 0;

}

// 실행 예시

//// input.txt

This is a

s

ample text

//// 실행 창

Please enter anything:

Hi? I am 20 years old.

20

Don’t lie to me. You are 23. When do you graduate, fossil?

23

We Found Decimal!

No Decimal Found.

//// output.txt